PERFORMANCE COMPARISON OF BUG ALGORITHMS FOR MOBILE ROBOTS
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Abstract

In this study, Bug1, Bug2, and DistBug motion planning algorithms for mobile robots are simulated and their performances are compared. These motion planning algorithms are applied on a Pioneer mobile robot on the simulation environment of MobileSim. Sonar range sensors are used as the sensing elements. This study shows that mobile robots build a new motion planning using the bug’s algorithms only if they meet an unknown obstacle during their motion to the goal. Each of the bug’s algorithms is tested separately for an identical configuration space. At the end of this study, the performance comparison of the bug’s algorithms is shown.
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1. Introduction

Based on the configuration space and the goal position, generating a path for a mobile robot means finding a continuous route starting from the initial point, S, to the goal point, G, which is in a 2D environment with unknown obstacles of an arbitrary shape. Implementing this, the navigation takes an important place, and is a general problem for mobile robots.

In the literature, there are several distinct approaches related to the navigation \cite{1}. The Bug’s algorithms \cite{2, 3} construct a path to move the robot to the goal in a straight line, if the path to the goal is clear. The robot follows the boundary of the obstacle when it encounters an unknown obstacle until the path is clear again \cite{1}. In addition, these algorithms have advantages compared with the other planning algorithms \cite{1}. At that point, the mobile robot does not have to map its environment if one of the Bug’s algorithms is used. The robot is only interested in reaching its goal location if the goal is reachable; however, if it is unreachable, the robot is able to terminate the given task. Each described Bug’s algorithm has this termination property \cite{4}.

The described algorithms in this paper are Bug1 \cite{5}, Bug2 \cite{5}, and DistBug \cite{4, 6} which are the part of the Bug’s family. Bug1 and Bug2 are the original algorithms of the Bug’s family which need minimum memory requirements but not to be capable of making the best use of the available sensory data to generate short paths \cite{12}. In contrast, DistBug uses range sensors efficiently to define a new leaving condition \cite{12}. Beside this, the Bug’s algorithms exhibit a statistically better performance depending on the structure of the environment, but at different environments the one of them may have an advantage over another algorithm \cite{4}.

This paper presents a comparison among the Bug’s algorithms, as well as Bug1, Bug2 and DistBug, in order to show which one exhibits the best performance based on experimental data provided from the simulation environment of MobileSim \cite{13}. The test area, which has 10m length, 8m width and two convex-shaped obstacles, is created by Mapper3 \cite{13}, as shown in Fig.1. A Pioneer mobile robot is used in the simulation. The objective of the robot is to reach the goal position using each of the Bug’s algorithms discussed. The aim of the study is to compare the algorithms in terms of the total travelled path-length. The assumptions are that the mobile robot never encounters a localization problem and it uses its odometry to localize itself.

2. The Bug Family

The Bug’s algorithms are simple planners with provable guarantees \cite{14}. When they face an unknown obstacle, they are able to easily produce their own path contouring the object in the 2D surface if a path to the goal exists. The purpose is to generate a collision-free path by using the boundary-following and the motion-to-goal behaviors. In addition, the Bug’s family has three assumptions about the mobile robot: i) the robot is a point, ii) it has a perfect localization, and iii) its sensors are precise \cite{4}.

The following Bug’s algorithms are considered and implemented in this study: Bug1 \cite{5-14-15}, Bug2 \cite{5-14-15}, and DistBug \cite{4, 6}

2.1. Bug1 and Bug2 Algorithms

Both of these algorithms are not only the original and earlier sensor-based planners but they also offer minimum memory requirements because of their simplicity \cite{12, 14}. Their senses are based on tactile sensors but in this study the sonar sensors are used to implement the experiment instead of tactile sensors.
Bug1 is an algorithm in the sense, the mobile robot moves towards the goal directly, unless it encounters an obstacle, in which case the robot explores the external lines of the obstacle until the motion to the goal is available again [8, 14]. Using sonar sensors, the mobile robot faces the unknown obstacle during the motion to the goal. Once it encounters an obstacle as indicated in figure 2, it goes around the obstacle in clockwise sense (default), and then determines the leave point by calculating the distance between the current position and the goal position, G, during travelling around the object. The leave point is the closest point around the obstacle to the goal. Then, the robot determines the shortest path to this closest point in order to reach the leaving point, and changes or keeps its direction of the wall following according to the shortest path to return to the leave point. Next, the robot goes to the leave point and departs the obstacle towards G along a new line. When it faces the second obstacle, the same procedure is applied. This method is inefficient but guarantees that the mobile robot is able to arrive any reachable goal point, [1].

2.2. DistBug Algorithm

Some Bug’s algorithms such as DistBug algorithm originate from Sankaranarayanan’s Alg1 and Alg2 [7, 8]. They use different data structures to store the hit and the leave points together with some useful information about the followed path [12, 18].

The algorithm Bug2 is a greedy algorithm that the mobile robot follows a constant slope computed initially between the positions of S and G. The mobile robot maintains its motion to G unless the path on the slope is interrupted by an obstacle. If the robot faces it, the robot follows edges of the obstacle by using its sonar sensors in the clockwise sense until it finds its initial slope again. This property leads to shorter paths than Bug1’s but in some cases the path may get longer than Bug1’s, for example, maze searching [12, 17]. In figure 3, it is obvious that Bug 2’s path is the shorter than Bug1’s in figure 2.

Figure 2. Path generated by Bug1

Figure 3. Path generated by Bug2

In this algorithm, the robot has a maximum detection whose range is R and it has two basic behaviors which are boundary-following and motion-to-goal actions. Firstly, the robot moves through G until it faces an obstacle. Then, its boundary-following action is activated in the clockwise sense (default). During the boundary following, the robot records the minimum distance, $d_{\text{min}}(G)$, to G achieved since the last hit point. The robot also senses the distance in free space, F, which is a distance of an obstacle from the robot’s location, X, in the direction of G. If no obstacle is sensed, F is set to R. The robot leaves the obstacle boundary as indicated in figure 4 only when the path to G is clear or the equation, $d(X, G) - F \leq d_{\text{min}}(G) - \text{Step}$, is satisfied where $d(X, G)$ is the distance from X to G, and Step is a predefined constant, [6].

3. Implementation

Generally the Bug’s algorithms are published as pseudo code [4]. We have written them as C++ code executed in Linux platform using ARIA library [19] and used MobileSim simulator [13] which is compatible with real Pioneer mobile robots. The identical indoor-environment, which has 10m length, 8m width and two convex-shaped obstacles, is used for each of the Bug’s algorithm as indicated in fig. 1 and fig. 5, and the map created by Mapper3 [13].
During the implementation, the mobile robot updates its position and navigation data, uses its sonar sensors, moves towards the goal, and by wall-following or boundary-following, follows the edges of the unknown obstacle.

In the simulation environment, the mobile robot uses the odometry to localize itself and to update its position and orientation data. It’s important that the mobile robot refreshes its localization frequently in order not to pass over the hit and the leave points and also not to skip the slope discussed in the algorithm Bug2. Note that the localization of the mobile robot is perfect in the simulation whereas in the real world it is difficult to become the localization perfect.

Some Bug’s algorithms, as well as TangentBug [11-14] and DistBug, need range sensors whereas Bug1 and Bug2 do not [4]. Bug1 and Bug2 require tactile sensors, but in this study, the sonar sensors instead of tactile sensors are used to sense the environment and to manage the operations such as wall following and detecting the unknown obstacles.

The most important task for the mobile robot is reaching the goal position, \( G \), therefore, it tries to move towards \( G \) until it replans its motion according to the algorithm

The obstacle detection and the wall following are implemented by using sonar sensors whose layout [16] is denoted in figure 6. The robot uses front sensors numbered as 1, 2, 3, 4, 5 and 6 to sense obstacles that block the path, and uses sidelong sensors numbered as 7, 8 for the boundary-following in the clockwise sense and 0, 15 in the counter-clockwise sense.

4. Experiments and Results

Three applications are carried out to compare the performance of each previously described the Bug’s algorithm. In these applications, the environment given in figure 5 is used. The experiment is simulated on a Pioneer mobile robot, and managed by MobileSim simulator. An open source code named as ARIA is used to program the mobile robot.

The mobile robot in the 2D surface has a local starting point, \( S \), at (0, 0) point, and a goal point, \( G \), at (7000, 5000). The shortest distance between \( S \) and \( G \) is 8602.325267 mm. The mobile robot has a velocity of 100 mm/s during the motion to goal. In this study, Bug1, Bug2, and DistBug are evaluated respectively.

4.1. Bug1

In the first step of the experiment, the mobile robot follows a path shown in Fig. 7 that is generated by Bug1. Evidently, this algorithm is the slowest one among the tested the Bug’s algorithms but it guarantees the mobile robot to reach the reachable goal. The mobile robot visits every edge of the obstacle which it faces during its motion.

The path length travelled by the mobile robot is 29021.92497 mm.

4.2. Bug2

In the second step of the experiment, the mobile robot follows a path shown in figure 8 that is generated by Bug2. It is a very greedy algorithm that is willing to move away from the obstacle when it finds the initial slope, as well as \( S \) to \( G \). The performance of Bug2 is better than the performance of Bug1 for the environment shown in fig. 1 and fig. 5. But in some cases, for instance, a maze searching; Bug2 loses its advantage upon Bug1. The mobile robot follows the slope as possible as it is able to be on it.

The path length travelled by the mobile robot is 16193.656123 mm.
4.3. DistBug

In the third step of the experiment, the mobile robot follows a path shown in Fig.9 that is generated by DistBug. This is the best one among the algorithms discussed in section 2. This algorithm provides the mobile robot to use its sensors efficiently so that it is capable of finding the shortest path whereas Bug1 and Bug2 are not. DistBug shortens the path significantly, and it is also able to do the actions both motion to the goal and the boundary following simultaneously under the sufficient conditions described in section 2.2.

![Figure 9. The path generated by DistBug.](image)

The path length travelled by the mobile robot is 12794.794053 mm.

4.4. Performance Comparison of Bug1, Bug2, and DistBug

In three applications, the summary of the paths and comparison of them is shown in figure 10.

![Figure 10. Paths for Bug1, Bug2 and DistBug respectively.](image)

The experimental data obtained from each Bug1, Bug2 and DistBug algorithms is given in table 1 and these also charted in figure 11.

<table>
<thead>
<tr>
<th>Algorithm</th>
<th>Path Length (mm)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Bird's-eye view</td>
<td>8602.325267</td>
</tr>
<tr>
<td>Bug1</td>
<td>29021.921497</td>
</tr>
<tr>
<td>Bug2</td>
<td>16193.656123</td>
</tr>
<tr>
<td>DistBug</td>
<td>12794.794053</td>
</tr>
</tbody>
</table>

![Table 1 Path lengths.](image)

Using Bug1's algorithm shows that it is the slowest one among discussed algorithms. It is a disadvantage for Bug1 but it has a guarantee just as other Bug's algorithms to reach the goal unless the goal is unreachable. Bug 2 is better than Bug1 for the discussed environment. DistBug algorithm proves that it is the best one compared with Bug1 and Bug2. Its path length is almost close to the length of Bird's eye-view because DistBug algorithm uses information coming from range sensors, through with sonar sensors, efficiently.

5. Conclusion and Proposals

In this study, based on empirical data, a performance comparison among Bug1, Bug2, and DistBug algorithms is implemented. The application is carried out on a Pioneer robot providing the simulation environment by MobileSim. In order to compare the algorithms, one identical environment is used. The results show that Bug1 is the worst one whose path length is approximately 3.37 times longer than the path length of the Bird-eye's view and DistBug is the best one whose path length 1.49 times longer than the path length of the Bird-eye's view.

The future work will include different environments to test the performances of the Bug’s family and it must contain at least three of other Bug's algorithms which are Alg1 [8], Alg2 [7], Class1 [9], Rev1 [10], Rev2 [10], OneBug [4], LeaveBug [4], TangentBug [11-14] and so on… [4] in order to extend the study. After implementing these, the algorithms should be tested on real pioneer robots to see
the effects of the real world whether these algorithms work or not.
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